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Abstract—Secure deduplication over encrypted data can greatly
improve cloud storage efficiency and protect data privacy. Recently,
there have been some research efforts aiming at designing secure
deduplication schemes with the assistance of key servers (KSs).
However, prior works are unsatisfactory in that they suffer from
some limitations such as security degradation (the leakage at partial
KSs will lead to all the ciphertexts being subject to offline brute-
force attacks) or lack of scalability for handling the change of KSs.
In this article, we propose a new secure deduplication scheme for
large-scale cloud storage service, which, to our best knowledge, is
the first server-aided scheme that supports both tolerance of partial
KSs leakage and dynamic change of KSs. Our scheme divides all
the KSs into multiple groups and each KS group keeps a randomly
generated secret key using threshold cryptography. We design a
file-related KS group selection mechanism for assisting encryption
key generation, which guarantees that the identical files of different
users can be encrypted using the same keys. Our scheme is designed
to update the KS groups regularly for supporting the joining and
leaving of the KSs as well as maintaining long-term security. We
leverage the blockchain to help divide KSs into groups in a fair way
and securely migrate group secret keys during KS group updating.
Formal analysis is provided to verify the correctness of our scheme
and justify its security, and both theoretical and experimental
results demonstrate that it has modest performance overhead.

Index Terms—Cloud storage, secure deduplication, server-aided
encryption, key servers management.
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I. INTRODUCTION

IN THE era of Big Data, more and more digital data are
generated every moment by all kinds of digital devices

such as smartphones and various sensors. Cloud storage can
provide low-cost and convenient data storage services, which
have attracted many enterprises and individuals to store their
data on the cloud [1]. However, almost 75% of data stored on the
cloud are duplicated [2], and thus data deduplication can greatly
improve cloud storage efficiency by storing only one copy of
the duplicated data [3], [4], [5]. Most commercial cloud ser-
vice providers (CSPs) support data deduplication (e.g., Google
Drive [6] and Dropbox [7]). However, coming with the popular-
ity of cloud storage services are acute data privacy concerns. So
users may encrypt their data for protection before outsourcing
the storage. This requires CSPs to support deduplication over
encrypted data. Traditional symmetric encryption algorithms
cannot allow secure cross-user deduplication, because each user
holds an encryption key and different users encrypt identical
files into different ciphertexts [8]. Convergent encryption (CE)
technique [9] can well solve this issue by deriving the encryption
key from the data itself. As a result, different users can encrypt
identical files into exactly the same ciphertexts such that CSP
can perform deduplication over ciphertexts. This kind of encryp-
tion is then formalized as a new cryptographic primitive called
message-locked encryption (MLE) [10] and has been used in
many secure deduplication schemes [11], [12], [13], [14], [15],
[16].

Due to the convergence of ciphertexts, MLE, however, is sus-
ceptible to offline brute-force attacks (BFA) and DupLESS [17]
is the first scheme that can defend against such attacks. A
third-party key server (KS) holding a secret key is deployed
in DupLESS to help user generate the encryption key. The
users execute blind signature-based protocol [18] with the KS
to obtain server-aided convergent keys. However, using KS
would inevitably lead to trust issues, as a third-party KS may be
compromised. Besides, deploying one KS may raise the single-
point-of-failure issue to the system. To improve privacy and
reliability, the work in [19] proposed a new secure deduplication
scheme by deploying a fixed group of KSs that share a secret
key through threshold cryptography [20].

However, these works are inappropriate for large-scale cloud
storage systems. To ensure a fast response, a large-scale cloud
storage system should deploy many KSs to handle the vast
system requests simultaneously. The works in [21], [22], [23]
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proposed some such secure deduplication schemes for large-
scale cloud storage. To balance the trade-off between efficiency
and security, the schemes in [21], [22] divided all the available
KSs into different KS groups and designed special ciphertext
structures for supporting cross-user deduplication. The scheme
in [23] treated all the KSs as one group and designed a proac-
tivization mechanism to support addition and removal KSs in the
system. However, these schemes still suffer from the following
limitations: 1) The scheme in [21] supports only fixed-KS set-
tings, which lacks scalability to deploy more KSs for handling
the probably increasing storage requirements; 2) The scheme
in [22] may incur the single-point-of-failure issue because each
KS group has only one KS in the design; 3) For the schemes
in [21], [22], [23], the leakage of the secret key in one KS group
will degrade the security level of the whole system to that of
MLE. Then all the ciphertexts stored on the cloud are subject
to offline BFA; 4) The schemes in [21], [22] cannot sustain
long-term security, because their KS group settings are fixed
and a sophisticated adversary may corrupt some fixed KSs with
long enough time [24].

Considering the demands of practical application, a server-
aided secure deduplication scheme should have the following
properties to support large-scale cloud storage. (1) It should
achieve cross-user deduplication, which means that the identical
files of different users can be detected as duplicated files by
the cloud. (2) It should protect users’ data with a high ability
to resist commonly occurring security risks. (3) It should have
the scalability to deal with the dynamic change of KSs. This
is because more KSs should be deployed with the increase
of storage requests and some KSs may be offline because of
some internal or external reasons such as hardware failures. (4)
The leakage at some KS groups affects only partial ciphertexts,
rather than all the ciphertexts stored on the cloud. (5) It should
provide long-term security for the ciphertexts stored on the
cloud. To our best knowledge, there is not yet a server-aided
secure deduplication scheme that simultaneously considers and
addresses these issues.

In this paper, we propose a new secure deduplication scheme
for large-scale cloud storage, aiming to address the above issues.
Our scheme divides all the KSs into multiple groups and each
KS group keeps a randomly generated secret key using threshold
cryptography. We develop a file-related group selection mech-
anism that uses the file itself to determine the KS group for
assisting encryption key and tag generation. Then the identical
files of different users can be encrypted using the same encryp-
tion keys so that the CSP can perform ciphertext deduplication.
To support the dynamic change of KSs and maintain long-term
security, our scheme updates the KS group regularly. We intro-
duce the blockchain into our system to design a fair KS grouping
mechanism and use the secure migration mechanism introduced
in [23] to migrate the secret keys between the old and new
KS groups during KS group updating. Then the identical files
uploaded before and after KS group updating can be detected
as duplicated files. Considering that the outsourced files may
have different levels of confidentiality, our system is further
designed to provide multi-level protection to the outsourced files
by encrypting them with the assistance of multiple KS groups.

We summarize the main contributions of this paper as follows.
� We propose a new secure deduplication scheme for large-

scale cloud storage service, which, to our best knowledge,
is the first server-aided scheme that supports both the
tolerance of partial KSs leakage and dynamic change of
KSs. To meet comprehensive security requirements, our
scheme provides users with the feasibility to use multiple
KS groups to assist in encrypting files while the cloud can
perform deduplication.

� Our scheme is designed to update KS groups regularly to
support the dynamic change of KSs, as well as maintain
long-term security. We leverage the blockchain to help
generate KS groups fairly and randomly.

� We formally prove the correctness of our scheme and
justify its security. Both theoretical and experimental eval-
uations show its modest performance overhead.

The rest of this paper is organized as follows. Section II
presents the problem statement of our design, including system
model, threat model, and design goals. Section III presents the
preliminaries. Section IV introduces the design of our scheme.
Section V proves the correctness of our scheme and justifies its
security. Section VI analyzes the performance of our scheme.
Section VII presents the related work and Section VIII concludes
this paper.

II. PROBLEM STATEMENT

In this section, we first define the system model and threat
model of our design, and introduce our design goals.

A. System Model

Fig. 1 shows the system model of our design and the system
includes four types of entities: CSP, user, KS, and blockchain,
which are described as follows.
� CSP: The CSP provides convenient and on-demand storage

services for users. For effective storage utilization, it per-
forms deduplication among the files from different users.

� User: A user is an institution or individual that outsources
files to the CSP for storage. Since different users may
upload identical files, a user can be an initial uploader that
uploads a new file or a subsequent uploader that uploads
an already existing file. To protect file confidentiality, users
encrypt their files and outsource the ciphertexts to the CSP.

� KS: The KS assists in the generation of encryption key and
file tag. In a large-scale cloud storage system, many KSs are
deployed and the available KSs may change dynamically,
which means that some KSs may leave and some KSs may
join the system at any time.

� Blockchain: The blockchain is a public distributed shared
ledger with many nodes. It has the characteristics of tamper
resistance, decentralization, and transparency [25].

As can be seen from the architecture of our system in Fig. 1,
all KSs are divided into groups, and we use the blockchain to
record group information (e.g., an on-chain file-to-KS table).
After dividing all the KSs into groups, each group of KSs execute
the secret initialization protocol to share a secret key. When
a user wants to upload a file to the CSP, he/she selects the
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Fig. 1. System architecture of our scheme with three phases: file uploading, file downloading, and KS group updating. The file uploading involves KS group
selection, blind signature, and file outsourcing, among which KS group selection and blind signature belong to key and tag generation. The KS group updating
involves the sequential execution of file-to-KS table generation and group secret migrations.

corresponding KS group using the file information by interacting
with the blockchain, and then generates an encryption key with
the assistance of some KSs in that group. As a result, different
users with identical files can select the same KS group and thus
generate the same encryption keys, which can allow the CSP to
perform cross-user ciphertext deduplication.

B. Threat Model

The threats of our model are from the CSP, KSs, users or
their collusion. We discuss these possible threats in our model
as follows:
� CSP: The CSP stores the ciphertexts and file tags uploaded

by users. It honestly executes the protocols but may guess
the private contents of its stored ciphertexts. For example,
the CSP may launch offline BFA to ciphertexts using the
information it kept.

� KSs: The KSs assist the user to generate the encryption
key and tag. They honestly execute the protocols but may
snoop on the private contents of the files. Besides, a KS
may affect the partition of KSs such that several collusive
KSs can be divided into the same group to recover the
shared group secret key maliciously. Once this happens,
the security level of the ciphertexts corresponding to this
KS group degrades to that of the original MLE.

� Users: The initial uploader may launch duplicate-faking
attacks (DFA), which means that he/she may maliciously
upload a file tag and an unmatched ciphertext such that
the subsequent uploaders owning the same file download
a falsified copy from the cloud.

� Collusion attack: The threats may also come from the
collusion attacks among different entities. First, the CSP

may collude with a set of KSs to control the partition of the
KS groups such that some malicious KSs can be classified
into a same group to recover the group secret key. Second,
as claimed in [21], [23], the CSP may also collude with a set
of KSs (less than a threshold) to launch offline BFA to the
ciphertexts and we make the same assumption. We suppose
that the CSP does not collude with any user, which is a basic
assumption for an encrypted cloud storage system [26],
[27].

C. Design Goals

Our design aims to perform cross-user secure deduplication
over large-scale cloud storage. The specific goals of our design
are given as follows.

Functionality: Our scheme is designed to mainly support
the following functionalities: cross-user deduplication, dynamic
change of KSs, tolerance of partial KSs leakage, and multi-level
protection. (1) Our system should ensure that the identical files
from different users can be detected as duplicated files to im-
plement cross-user deduplication. (2) Since some existing KSs
may leave and some new KSs may join the system at any time in
a large-scale cloud storage system, our scheme should have the
scalability to deal with such change. (3) The leakage of a group
secret key degrades the security level of only the ciphertexts
related to this KS group, rather than all the ciphertexts stored on
the cloud. (4) The outsourced files may have different levels of
confidentiality. The strictly confidential files should be protected
with a higher security level. Our design provides multi-level
protection to the outsourced files according to users’ willingness.
Specifically, a file in our system can be protected by multiple
KS groups.
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Security: The security goals of our scheme include data
confidentiality and data integrity. (1) The data confidentiality
indicates that the ciphertexts are resistant to the security attacks
launched by the CSP, KS, malicious user, or their collusion cases
explained in our threat model. (2) The data integrity indicates
that the scheme can prevent the DFA launched by the initial
uploader of a file. Besides, a user can verify the integrity of files
downloaded from CSP.

III. PRELIMINARIES

A. Bilinear Pairing

Given a security parameterκ, the bilinear parameter generator
Gen(κ) outputs a five-tuple (p,G,GT , g, e), where p is a κ-bit
prime, G and GT are two multiplicative cyclic groups of prime
order p, g is a generator of G, and e : G×G → GT is a bilinear
map [28] owning the following properties:
� Bilinear: e(Xa, Y b) = e(X,Y )ab for all X,Y ∈ G and
a, b ∈ Zp.

� Non-degeneracy: e(g, g) is a generator of GT .
� Computability: For all X,Y ∈ G, there exists an efficient

algorithm to compute e(X,Y ) ∈ GT .

B. Threshold Cryptography

For a (t, n)-threshold cryptosystem, n players share a secret
and each one has a secret share. The secret can only be gained
from t or more players, and the collusion of any t− 1 or fewer
players cannot access the secret from their collective shares [29].

C. Verifiable Delay Function

A delay function is a special function that cannot be evaluated
in less than a prescribed time period [30]. A verifiable delay
function (VDF) [30] is a kind of delay function that enables
the evaluator to generate a proof to show the correctness of its
computation. A VDF is defined by a three-tuple of algorithms:
� Setup(1λ) → pp: It takes the statistical security parameter
1λ as input and outputs the public parameter pp.

� Sol(pp, x, T ) → (y, π): It takes the public parameter pp,
random parameter x ∈ X, and time parameter T as inputs
and outputs the result y ∈ Y and proof π, where X and Y

are two spaces, y is a deterministic output of x taking T
sequential steps to compute, and π can prove that y was
computed correctly.

� Ver(pp, x, T, y, π) → {1/0}: It takes the public parameter
pp, random parameter x, result y, and proof π as inputs and
outputs either 1 to denote an acceptance or 0 to denote a
rejection.

IV. THE DESIGN OF OUR SCHEME

In this section, we present our secure scheme in detail. Table I
describes the key notations used in this paper.

A. Design Overview

Here, we give an overview of how our design can achieve the
design goals presented in Section II-C.

TABLE I
KEY NOTATIONS

Cross-User Deduplication: Our scheme considers large-scale
cloud storage and has many KSs involved. To balance the trade-
off between efficiency and security, we divide all the KSs into
groups and each group works individually. In prior schemes [21],
[22], users may choose different KS groups to encrypt the iden-
tical files as different ciphertexts. Then extra information should
be added to ciphertexts for cross-user deduplication, resulting
in security risk and high computation and storage overhead.
We design a file-related KS group selection mechanism that
uses the file itself to determine the KS group for generating
the encryption key. We use a file-to-KS table Φ to record the
KS group information and store it on the blockchain such that
every entity can access but cannot temper it. Each group of KSs
collaborate to generate a shared group secret key for signing
users’ requests. This design can guarantee that the identical files
of different users can find the same target KS group and be
encrypted to exactly the same ciphertexts.

Note that the KS group partition should be random and fair.
Otherwise, several malicious KSs may be classified into a same
group to recover the group secret key. Since the evaluation time
of VDF can be controlled by a time parameter and any participant
cannot predict its result within the prescribed time period, we
first utilize VDF to generate an unpredictable but verifiable seed.
Then, we use the seed as the key of a pseudo-random function
to divide KSs into different KS groups.

Dynamic Change of KSs: Since the group information is
recorded in the file-to-KS table Φ, the system can support the
dynamic change of KSs by updating Φ. Specifically, the CSP
and all the available KSs update Φ by executing the file-to-KS
table generation protocol regularly. Note that, to increase the
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flexibility of the system, each KS can belong to more than one
KS group. After updating the file-to-KS table, the KS group
information is changed and the shared secret key of the previous
KS group needs to be migrated to the new KS group to ensure the
ability of deduplication. Since our system model does not have a
confidential third party, we use a secure group secret migration
protocol [23] to migrate the secret key without recovering it.

Tolerance of Partial KSs Leakage: Our scheme divides all the
KSs into groups and each KS group shares a randomly generated
group secret key. Since the developed file-related KS group
selection mechanism can guarantee that the identical files of
different users can be mapped to the same target KS group, the
identical files can be encrypted to the exactly same ciphertexts
such that the cloud can perform deduplication. As a result, each
KS group works independently and the leakage at a group of
KSs degrades the security level of only the ciphertexts related
to the current group, rather than all the ciphertexts stored on the
cloud.

Multi-Level Protection: In practice, the outsourced files may
have different levels of confidentiality. Users may be willing
to protect their strictly confidential files with a higher security
level. Our scheme aims to provide selectable levels of protection
for different files. Specifically, users can choose multiple KS
groups to jointly assist in the generation of the key for encrypting
strictly confidential files. Security degrades to MLE only when
the group secret keys of all the selected KS groups leak. Note
that using more KS groups also cause higher price and this can
be determined by the users. Since our file-related KS group se-
lection mechanism uses the information of the file itself to select
KS groups, the identical files of different users can determine
the same KS groups to generate their encryption keys when the
used KS group numbers are the same. As a result, our scheme
can provide users the feasibility to use multiple KS groups to
encrypt files as well as achieve cross-user deduplication.

Long-Term Security: In server-aided MLE schemes, the de-
ployment of one KS introduces the single-point-of-failure issue.
In such a scenario, if an attacker exposes the secret key of the
KS, the overall security of the system becomes compromised.
To mitigate this vulnerability, the adoption of the threshold
signature method involves the deployment of multiple KSs.
However, even with this approach, a persistent attacker, given
enough time, may successfully compromise a threshold number
of KSs and recover the shared secret key.

Our system supports the addition of new KSs and the reorga-
nization of KS groups to ensure long-term security. In the event
that an attacker successfully compromises certain KSs, the KS
group updating mechanism partitions these compromised KSs
into distinct KS groups, simultaneously updating the associated
secret shares and making previous attacks invalid.

Data Confidentiality and Data Integrity: Our system aims to
protect data confidentiality from three aspects of design. First,
we use the server-aided key to encrypt the outsourced files and
thus the CSP cannot obtain the file contents by launching offline
BFA. Second, we develop a fair method to randomly divide
all the KSs into groups, which can prevent the collusion of
the CSP and a set of KSs to control the KS group partition.
Third, we use a PoW protocol to resist the DFA launched by the

Algorithm 1: Group Secret Initialization.

Input: The CSP, a group of KSs {KS1,KS2, . . . ,KSn},
and threshold parameters (t, n).

Output: The secret shares {sk1, sk2, . . . , skn}, public
shares {pk1, pk2, . . . , pkn} of {KS1,KS2, . . . ,KSn},
and a public key pk.

1: Each KSi (1 ≤ i ≤ n) generates a (t− 1)-degree
polynomial over Zp,

ui(x) = ai,0 + ai,1x+ · · ·+ ai,t−1x
t−1, (1)

where ai,k ∈ Zp (0 ≤ k ≤ t− 1) are randomly
selected.

2: KSi publishes the verification parameters {gai,k}
(0 ≤ k ≤ t− 1) to KSj (1 ≤ j ≤ n, j �= i) and CSP
through blockchain, where g is a generator of G.

3: KSi computes and sends ui(j) to KSj via a secure
channel.

4: When KSi obtains uj(i) from KSj , it verifies uj(i)
by checking whether the (2) holds.

guj(i) ?
=

t−1∏
k=0

gaj,k ·ik (2)

5: If all the {uj(i)} (1 ≤ j ≤ n, j �= i) are valid, KSi

computes ui(i). Then KSi can compute its secret
share ski =

∑n
j=1 uj(i) and public share pki = gski .

Otherwise, the process terminates.
6: The CSP computes pk =

∏n
j=1 g

aj,0 .

initial uploader. For previous secure deduplication schemes [21],
[22], the ciphertexts encrypted by different users may need to be
converted to support cross-user deduplication, which makes the
data integrity verification a challenging problem. However, our
solution develops a file-related group selection mechanism that
can encrypt the identical files to be the same ciphertexts. Then
users can easily verify the data integrity using the hash of the
ciphertext after downloading.

B. System Setup

The CSP holds four integers κ0, κ1, κ2, κ3 as its security
parameters. In the phase of system setup, the CSP generates
some public parameters using its security parameters as follows:
� Run the bilinear parameter generator Gen(κ0) with the

security parameter κ0 and output the tuple (p,G,GT , g, e).
� Determine the total number of KS groups η and a short

hash function SH : {0, 1}∗ → {1, . . . , η}.
� Choose a VDF V and run V .Setup(κ1) → pp with the

security parameter κ1. The input and output space of V are
X and Y, respectively.

� Choose a pseudo-random function f : N× Y → N.
� Choose four cryptographic secure hash functions: H1 :
{0, 1}∗ → G, H2 : G → {0, 1}κ2 , H3 : G → {0, 1}κ3 ,
H4 : {0, 1}∗ → X.

Then the CSP publishes these public parameters {p,G,
GT , g, e, η, pp, f, V, SH,H1, H2, H3, H4} on the blockchain
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TABLE II
SYSTEM LOGS OF THE SYSTEM SETUP PHASE ON THE BLOCKCHAIN

and all the entities in the system can access them. Each KS is
given a unique ID by the CSP when it joins in the system. After
that, the CSP and all KSs collaborate to generate a file-to-KS
table Φ, which will be described in Section IV-C1. The CSP
and each KS group execute group secret initialization shown
in Algorithm 1 (following the design of [23]). Each KS keeps
its secret share privately and publishes its public share on the
blockchain. The collaboration of at least t KSs in a group
can recover the group secret key. Finally, the CSP publishes
the public keys of all the KS groups {pk(j)}(1≤j≤η) on the
blockchain. Table II lists the data published on the blockchain
during this phase.

C. System Modules

Here, we provide a detailed description of some important
modules in our system, including file-to-KS table generation,
key and tag generation, and group secret migration.

1) File-to-KS Table Generation: We propose a table gen-
eration module to generate a file-to-KS table fairly with the
participation of the CSP and all the available KSs in the system.
The generation process of the file-to-KS table Φ is as follows:

1) The CSP publishes DT ||T ||t||n on the blockchain, where
DT indicates the deadline time for KSs to publish their
random numbers, T is the time parameter used in the
verifiable delay function V , and (t, n) are the threshold
parameters for a KS group to share its group secret key.
Meanwhile, we require that the V.Sol’s computation time
(controlled by T ) is larger than the time interval from the
time stamp of publishing information to DT .

2) The blockchain sends the table generation notification to
all the KSs in the system.

3) After receiving the notification from the blockchain, the
KS randomly chooses x ∈ Zp and publishes it on the
blockchain before DT .

4) When DT reaches, the CSP collects all the random num-
bers from the blockchain. We suppose that there areN ran-
dom numbers (represented by {x1, x2, . . . , xN} in time
order) have been published before DT and their relevant
KSs’ IDs are {ID1, ID2, . . ., IDN}.

5) The CSP aggregates all the random numbers as x =
H4(x1||x2|| · · · ||xN ).

6) The CSP computes V .Sol(pp, x, T ) → (y, π) and pub-
lishes (y, π) on the blockchain. All the entities in the
system can compute V .Ver(pp, x, T, y, π) to check if the
CSP honestly executed the process. If rejection happens,
the process terminates and goes back to step 1).

7) For the i-th (1 ≤ i ≤ η) KS group, the CSP gen-
erates n unique numbers {ri,1, . . ., ri,n} by itera-
tively executing f(i× n+ j, y) mod N (j = 1, 2, . . .),
where f is a pseudo-random function. Then the KSs
{IDri,1 , IDri,2 , . . ., IDri,n} are recorded as the i-th KS
group in Φ.

8) When the table Φ is generated and published by the CSP,
all the entities in the system can check whether the CSP
has honestly executed the process or not by performing
step 7) using the public f and y. If an exception happens,
the process terminates and goes back to step 1).

2) Key and Tag Generation: We propose a key and tag gen-
eration module that helps users to generate the encryption key
and tag for a file. It contains two parts: KS group selection
and blind signature. Assume that a file-to-KS table Φ has been
published on the blockchain and each KS group has shared a
secret key among its members with (t, n)-threshold. Our system
can provide multi-level protection to a file by using different
numbers of KS groups to generate the encryption key.

When a user U wants to upload a file F to the CSP with
the protection of q KS groups, he/she first performs KS group
selection as follows.

1) The user U computes the group indexes {sfi =
SH(i||F )} (1 ≤ i ≤ q).

2) The user U retrieves the group information {Φ[sfi]}
(1 ≤ i ≤ q) from the blockchain. We use Φ[sfi] =
{KSi,j} (1 ≤ j ≤ n) to represent the sfi-th KS group
in Φ.

3) Each KSi,j owns a secret share ski,j and the user U
retrieves the corresponding public share pki,j from the
blockchain.

After getting the KS groups for assisting key generation, the
user U performs blind signature with each KS group Φ[sfi] as
follows.

1) The user U chooses a random number r ∈ Zp to compute
the blind hash bf = H1(F )r of the outsourced file F and
sends sfi||bf to Φ[sfi] for signature.

2) After receiving sfi||bf , the KS KSi,j responds U with the
signature σi,j = bfski,j .

3) When receiving a signature σi,j from KSi,j , the user U
verifies it by checking

e(σi,j , g)
?
= e(bf, pki,j). (3)

4) If U has received t valid signatures from Φ[sfi] (as-
suming {σi,1, σi,2, . . . , σi,t}), it computes the Lagrange
coefficients {wi,k =

∏
1≤γ≤t,γ �=k

γ
γ−k} (1 ≤ k ≤ t) and

aggregates the signature as

σi =

(
t∏

k=1

(σi,k)
wi,k

)r−1

. (4)

When the user U obtains q aggregated signatures, he/she
can derive the encryption key keyF and file tag tagF of the
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outsourced file F as

keyF = H2

(
q∏

i=1

σi

)
and tagF = H3

(
q∏

i=1

σi

)
. (5)

3) Group Secret Migration: We use the group secret mi-
gration method introduced in [23] to migrate a secret key
between two KS groups. Suppose that {KS(sr)

i } (1 ≤ i ≤ n1)
is the source KS group sharing a secret key sk generated by
Algorithm 1 with (t1, n1)-threshold. Each KS(sr)

i owns a se-
cret share ski and its public share pki can be retrieved from
the blockchain. The public key pk of the source KS group
can also be retrieved from the blockchain. The target KS
group {KS(tr)

j } (1 ≤ j ≤ n2) wants to share sk with (t2, n2)-
threshold. The migration processes of the secret key sk from the
source KS group to the target KS group are as follows.

1) The CSP selects t1 honest KSs from the source group to
perform the secret migration. We assume that {KS(sr)

i }
(1 ≤ i ≤ t1) are the selected KSs.

2) Each selected KS(sr)
i generates a (t2 − 1)-degree poly-

nomial over Zp,

di(x) = bi,0 + bi,1x+ · · ·+ bi,t2−1x
t2−1, (6)

where bi,k ∈ Zp (1 ≤ k ≤ t2 − 1) are randomly selected
values and bi,0 is set as ski.

3) Each selected KS(sr)
i publishes the verification parame-

ters {gbi,k} (0 ≤ k ≤ t2 − 1) on the blockchain.
4) Each selected KS(sr)

i computes di(j) and sends di(j) to

all the target KSs {KS(tr)
j } (1 ≤ j ≤ n2) via security

channels.
5) When a target KS(tr)

j obtains t1 values, it computes the
Lagrange coefficients {w∗

i =
∏

1≤γ≤t1
γ �=i

γ
γ−i} (1 ≤ i ≤ t1)

and verifies

gdi(j) ?
=

t2−1∏
k=0

gbi,k ·j
k

, (7)

pk
?
=

t1∏
i=1

pk
w∗

i
i . (8)

If all the verifications are valid, the current KS(tr)
j notifies

other target KSs. Otherwise, the process stops and goes
back to step 1) with other t1 honest KSs in the source
group.

6) Each target KS(tr)
j rebuilds its secret share and public

share using the following equations

sk∗j =
t1∑
i=1

w∗
i · di(j), (9)

pk∗j = gsk
∗
j . (10)

After secret migration, all the target KSs share the secret
key sk with (t2, n2)-threshold, and each target KS(tr)

j holds
a new secret share sk∗j and publishes its public share pk∗j on the
blockchain. The KSs in the source group can delete their stored
secret shares.

D. Phases of Our Scheme

In this section, we present the main phases in our scheme,
including file uploading, file downloading, and KS group updat-
ing.

1) File Uploading: Suppose that a user U wants to upload
a file F with the protection of q KS groups to the cloud. The
detailed steps are as follows.

1) The user U performs key and tag generation module with
parameters F and q, obtaining the encryption key keyF
and file tag tagF .

2) The user U encrypts F using a symmetric encryp-
tion algorithm (e.g., AES) and gets the ciphertext C =
E(keyF , F ).

3) The user U sends tagF to the CSP to detect duplication.
4) If the CSP detects that F has been stored, it requires the

user U to execute a PoW protocol (e.g., PoW protocol
introduced in [31]) to verify his/her file ownership. If
the PoW verification passes, the CSP adds the link of
the relevant ciphertext to U . If F has not been stored
or the PoW verification fails, the CSP requiresU to upload
the complete C.

5) The user U stores keyF , tagF and hashC = H1(C) lo-
cally and then deletes F and C.

2) File Downloading: Suppose that a user U wants to down-
load a file F from the CSP. The CSP stores the pair (tagF , C),
where tagF is the tag of F and C is the ciphertext of F . The
user U keeps keyF , tagF , and hashC of the file. The detailed
steps are described as follows.

1) The user U sends a file downloading request to the CSP
using file tag tagF .

2) The CSP checks whether U owns the target file or not
through tagF . If U owns the ciphertext C identified by
tagF , the CSP sends C to U .

3) After receiving C, the user U verifies its integrity by
checking

H1(C)
?
= hashC . (11)

4) If the verification passes, the user U can recover the
original file F = D(keyF , C).

3) KS Group Updating: To provide long-term security, our
system periodically updates KS groups. Through this process,
new KSs can be integrated into the system and the offline KSs
can be removed. We introduce α as an epoch identifier and
Φ(α) means the file-to-KS table in α-epoch. Then the KS group
updating is described as follows.

1) The CSP and all available KSs execute the file-to-KS table
generation module introduced in Section IV-C1 to gener-
ate a new table Φ(α+1). Note that the KS group number
η remains unchanged after system setup but threshold
parameters can be changed in each epoch during this
process.

2) The secret keys are migrated between the KS groups in
Φ(α) and Φ(α+1). Specifically, each KS group pair Φ[i](α)

andΦ[i](α+1) (1 ≤ i ≤ η) runs the group secret migration
module in Section IV-C3 to migrate the group secret key.
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TABLE III
SYSTEM LOGS OF THE KS GROUP UPDATING PHASE ON THE BLOCKCHAIN

Fig. 2. Illustration of KS group updating. A new file-to-KS table Φ(α+1) is
generated to replace the old one after updating.

After migrating all the group secret keys to the new groups in
Φ(α+1), the system uses the new table to replace the old table
Φ(α) to handle the file outsourcing operations. Fig. 2 shows the
illustration of KS group updating. All the η group secret keys
can be migrated with parallel processing. Table III lists the data
published on the blockchain during this phase.

E. Disscussions

Our scheme utilizes multiple KSs to assist key and tag gener-
ation, which can achieve offline BFA resistance as well as avoid
the single-point-of-failure issue. By designing a file-related KS
group selection mechanism, the identical files of different users
can be encrypted with the assistance of the same KS group,
which ensures the effectiveness of cross-user deduplication. Our
scheme updates KS group regularly to support the dynamic
change of KSs and achieve long-term security for the ciphertexts
stored on the cloud. Besides, since each KS group holds a

different and randomly generated secret key, the leakage at a
group of KSs degrades the security level of only the ciphertexts
related to the current group, achieving tolerance of partial KSs
leakage.

Our scheme can also support block-level deduplication. In our
design, we use the short hash value of a file to determine the KS
group. In the context of block-level deduplication, users need to
use the short hash value of a file block to determine the KS group.
Block-level deduplication requires larger communication and
computational costs in comparison to file-level deduplication.
This is because a user needs to perform server-aided MLE key
generation for each file block in block-level deduplication. In
contrast, file-level deduplication requires the user to perform
server-aided MLE key generation for each file.

Our scheme sets the same threshold parameters for all KS
groups within one epoch for simplicity. To enhance the system’s
adaptability to the dynamic change of KSs, the system allows
changing the threshold parameters at the start of each epoch.
Note that our system also allows choosing different threshold
parameters for different KS groups within one epoch. But this
may result in additional blockchain storage costs to record these
different threshold parameters.

V. CORRECTNESS AND SECURITY ANALYSIS

In this section, we prove the correctness of our scheme and
justify its security.

A. Correctness Guarantee

1) Correctness of KS Group Updating: Here, we prove that
the group updating will not change the group secret keys. We
consider the migration of secret key sk between two groups and
assume that the selected source KSs are {KS(sr)

i } (1 ≤ i ≤ t1),

and the target KSs are {KS(tr)
j } (1 ≤ j ≤ t2). The secret share

of KS(sr)
i is ski and the that of KS(tr)

j is sk∗j . If ski and sk∗j are
valid, we can deduce that

sk =

t1∏
i=1

wi · ski

=

t1∏
i=1

wi ·
⎡
⎣ t2∏
j=1

w∗
j · di(j)

⎤
⎦ =

t1∏
i=1

t2∏
j=1

wi · w∗
j · di(j)

=

t2∏
j=1

w∗
j · sk∗j , (12)
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where {wi} and {w∗
j} are both Lagrange coefficients. The above

equations demonstrate that both the selected source KSs and
target KSs share the same group secret key sk, proving the
correctness of the secret migration process.

2) Correctness of Deduplication: We prove that the cipher-
texts of the same files can be deduplicated. We have proved that
the KS group updating will not change the group secret keys.
Then we only need to prove the deduplication in the same epoch.

Suppose that users UA and UB want to outsource
their files with the protection of q KS groups. We use
(rA, FA, tagA, keyA, CA) and (rB , FB , tagB , keyB , CB) to
represent the random value, outsourced file, file tag, encryption
key, and ciphertext generated by users UA and UB , respectively.
Besides, we use {skAi,j} and {skBi,j}, {σA

i } and {σB
i }, {wA

i,j}
and {wB

i,j} (1 ≤ i ≤ q, 1 ≤ j ≤ t) to indicate group secret keys,
signatures and Lagrange coefficients relevant to FA and FB ,
respectively. Since our scheme uses the file-related information
to select KS groups, users UA and UB can determine the same q
KS groups when FA = FB , which indicates that skAi,j = skBi,j .
From (4), we can deduce that

q∏
i=1

σA
i =

q∏
i=1

⎡
⎣ t∏
j=1

[
(H1(FA)

rA)sk
A
i,j

]wA
i,j

⎤
⎦
r−1
A

=

q∏
i=1

t∏
j=1

H1(FA)
skA

i,j ·wA
i,j

=

q∏
i=1

t∏
j=1

H1(FB)
skB

i,j ·wB
i,j

=

q∏
i=1

⎡
⎣ t∏
j=1

[
(H1(FB)

rB )sk
B
i,j

]wB
i,j

⎤
⎦
r−1
B

=

q∏
i=1

σB
i . (13)

Then from (5), we can further get that

keyA = H2

(
q∏

i=1

σA
i

)
= H2

(
q∏

i=1

σB
i

)
= keyB , (14)

tagA = H3

(
q∏

i=1

σA
i

)
= H3

(
q∏

i=1

σB
i

)
= tagB , (15)

CA = E(keyA, FA) = E(keyB , FB) = CB . (16)

The above equations prove that different users can obtain the
same ciphertexts when they outsource an identical file with the
protection of same number of KS group. Then the CSP can
perform deduplication in the ciphertext-domain.

B. Security Guarantee

1) Data Confidentiality: The contents of user files should be
kept secret from other entities. We analyzed data confidentiality
in several attack scenarios depending on the type of adversaries.

Adversarial KS: Since KSs with insufficient security protec-
tion are easy to be breached, a KS may have security vulnerabil-
ities from both inside and outside. We now consider the security
issues caused by adversarial (compromised) KS. The adversarial
KS can launch security attacks using its obtained information
during key and tag generation. At this stage, the KS can obtain
sf and bf , where sf is a short hash of F and bf is a blind hash
value ofF . The short hash value exposes little information about
the file [32]. Besides, our scheme is based on (t, n)-threshold
blind signature, and thus at least t KSs are required to obtain the
file’s hash H1(F ) from bf , as discussed in [33]. As a result, the
adversarial KS cannot get useful information of a file using its
accessible information.

Adversarial CSP: The CSP has access to users’ ciphertexts
and tags. We use σ, tagF , keyF and C to represent the server-
aided signature, file tag, encryption key, and ciphertext of F .
Because tagF is generated by a secure hash operation H3(σ),
it is infeasible for CSP to obtain the signature σ from the
file tag tagF . This guarantees that the encryption key keyF
cannot be deduced from tagF . Besides, since the symmetric
encryption algorithm used is semantically secure, the ciphertext
C is indistinguishable from random data. Therefore, the CSP
cannot get any useful information from C directly.

We then consider the offline BFA launched by the adversarial
CSP to the ciphertextC. We suppose that the CSP has built a dic-
tionary �F = {F1, F2, · · · } for guessing the plaintext F of C. To
launch such an attack, the CSP needs to generate the valid cipher-
texts (or tags) of files in �F . If a ciphertext generated fromFi ∈ �F
is identical to C, the CSP can assume that Fi = F with high
probability. Suppose that pk = gsk is the public key correspond-
ing to the secret key of a KS group, the CSP cannot compute the
group secret key sk from the public key pk in polynomial time
because this is a DLP problem [34]. Without sk, the CSP cannot
compute the encryption key keyFi

= H2(H1(Fi)
sk) and file tag

tagFi
= H3(H1(Fi)

sk). Therefore, the CSP can compare nei-
ther the consistency of C and E(keyFi

, Fi) nor the consistency
of tagF and tagFi

in polynomial time.
Collusion Attacks: We next consider the collusion attacks

launched by the CSP and compromised KS(s), discussed in
Section II-B. For simplicity, we assume that each KS group
shares a secret key with (t, n)-threshold and the users upload
files with the protection of q = 1 KS group. Note that t can
enlarge with the expansion of the system and the users’ data are
more secure with greater t and q.

First, we consider that the CSP attempts to control the file-to-
KS table generation with the compromised KS(s). The file-to-KS
table Φ is generated by a pseudo-random function f with the
seed produced by solving the V .Sol. The computation of V .Sol
is time-consuming and the time cost is adjustable by a public
time parameter T . We require that T must make the time cost
of solving V .Sol greater than the random value commitment
interval controlled by DT . Meanwhile, the input x of V .Sol
is aggregated from all KSs’ random values through a secure
hash function. As a consequence, even the last KS submitting
the random value cannot disturb x in line with its interests by
real-time computing. In addition, the KSs in the system can
use V .Ver to check whether the CSP has honestly executed the
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pseudo random number generator. From the analysis above, any
entity cannot control the generation of Φ as long as one honest
KS exists in the system.

Second, we consider that the CSP and less than t compromised
KSs of a KS group aim to launch offline BFA to a group-related
file. Considering that our scheme executes KS group updating
to support dynamic change of KSs. Then the worst case is that
t− 1 KS(s) in that KS group are compromised from 0-epoch to
τ -epoch. Note that the group secret keys keeps the same during
the KS group updating. We denote the group secret key relates to
F as sk and the shares of these compromised KSs in all the τ + 1

epochs as {sk(α)j } (0 ≤ α ≤ τ, 1 ≤ j ≤ t− 1). The CSP needs
to enumerate the signature σ of each file in an attack dictionary
�F . For a fileFi ∈ �F , the CSP expects to compute σ = H1(Fi)

sk

but it can build only τ + 1 equations denoted as

σ =
t∏

j=1

(H1(Fi)
sk

(α)
j )wj α = 0, 1, . . . τ. (17)

There are τ + 2 unknown variables {σ, sk(0)t , . . . , sk
(τ)
t }, but

only τ + 1 equations. Then the CSP cannot get the unique
solution for σ, which means it cannot launch offline BFA.

2) Data Integrity: In our scheme, the data integrity indicates
that the scheme can resist the DFA launched by the initial
uploader of a file, and a user can verify the integrity of his/her
files downloaded from the CSP, discussed in Section II-C.

For the DFA, when a subsequent uploader uploads a file F ,
the CSP requires he/she to execute the PoW protocol if the cloud
detects that tagF has already existed in the cloud. Since the PoW
proofs can determine whether two files are the same or not, the
CSP treats the uploaded file as a new file if the PoW verification
fails. By this way, the DFA launched by the initial uploader is
ineffective.

To verify the integrity of the downloaded file, our scheme
requires the user to save the hash value hashC of the outsourced
ciphertext and compare it with the hash value of the downloaded
ciphertext C. Thus, the integrity of the file can be achieved in
our scheme.

VI. PERFORMANCE EVALUATION

A. Theoretical Analysis

1) Computation Cost: Let he, hm, ha, hmp, hh, hb, hp, hec,
hdc denote the computation cost of an exponentiation operation
over G, a multiplication operation over G, an addition operation
over Zp, a multiplication operation over Zp, a hash operation,
a bilinear map operation, a PoW proof generation operation, a
symmetric encryption operation, and a symmetric decryption
operation, respectively. We consider the situation that each file
is protected by one KS group, which is the most common case.
Since the CSP has large computation resources, we consider the
cost of only user and KS.

System Setup: The computation cost of KSs in table genera-
tion can be ignored and we mainly analyze the computation cost
of a KS in one (t, n)-threshold group secret initialization. Each
KS first computes the verification parameters with a cost of the.

We do not count the cost of computing {xi} in polynomial as
they can be computed in advance. Then the KS computes the
polynomial with a cost of (nt− n)hmp + (nt− n)ha. The KS
checks the validity of other n− 1 KSs’ values with a cost of
(nt+ n)he + (nt− n)hm. If all the validation equations hold,
the KS obtains its secret share and public share with a cost
of (n− 1)ha + he. Overall, it spends a cost of (nt− 1)ha +
(nt− n)hmp + (nt− n)hm + (nt+ n+ t)he for each KS to
generate a shared secret key. Users have no computation cost at
this phase.

File Uploading: The user first finds the target KS group by
a short hash operation with a cost of hh. Then the user blinds
the message with a cost of hh + he and sends it to the selected
KSs. We suppose that the group secret keys are shared with
(t, n)-threshold. After receiving the signatures, the user checks
their validity with a cost of 2thb. Once the threshold parameter
n is determined, the Lagrange coefficients {wk} (1 ≤ k ≤ n)
can be computed in advance. Then if all signatures are valid,
the user recovers the final signatures with a cost of (t− 1)hm +
(t+ 1)he. By performing two hash operations, the user derives
the encryption key and file tag with a cost of 2hh. The time cost
for file encryption and ciphertext hash computation is hec + hh.
If the file has already been uploaded to the CSP, additional PoW
verification is performed with a cost of hp. Overall, it spends
a total cost of 5hh + (t− 1)hm + (t+ 2)he + 2thb + hec for
an initial uploader and a total cost of 5hh + (t− 1)hm + (t+
2)he + 2thb + hec + hp for a subsequent uploader to upload a
file with (t, n)-threshold. It spends a cost of he for each selected
KS to sign user’s request.

File Downloading: During the file downloading, a user needs
to perform only a hash operation and a symmetric decryption
operation to verify the integrity of the file and obtain the original
file with a cost of hh + hdc. KSs have no computation cost at
this phase.

KS Group Updating: We mainly focus on the computation
cost of one secret migration from (t1, n1)-threshold to (t2, n2)-
threshold. There are two kinds of KSs in the secret migration:
the selected source KS and the target KS. A source KS needs
a cost of t2he to compute the verification parameters. We do
not count the cost of computing {xi} in polynomial and {wk}
(1 ≤ k ≤ n2) as they can be computed in advance. Thus, a
source KS takes a cost of (n2t2 − n2)ha + (n2t2 − n2)hmp

to compute the polynomial. A target KS spends a cost of
(t1t2 − 1)hm + (t1t2 + 2t1)he to check the validity of these
values. If all the validation equations hold, a target KS computes
its share with a cost of (t1 − 1)ha + t1hmp + he. Overall, it
consumes a cost of (n2t2 − n2)ha + (n2t2 − n2)hmp + t2he

for a selected source KS, and a cost of (t1 − 1)ha + t1hmp +
(t1t2 − 1)hm + (t1t2 + 2t1 + 1)he for a target KS to migrate a
shared secret key.

2) Communication Cost: Let |i|, |G|, |Zp|, |y|, |π|, |tag|, |
PoW|, |C| denote the bit length of an integer, an element in group
G, an element in group Zp, a result of VDF, a proof of VDF, a
file tag, a proof of PoW verification, and ciphertext, respectively.
We suppose that the KS identifiers, KS group indexes, and
notifications in table generation are all integers. Besides, we
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also consider the situation that each file is protected by one KS
group, because this is the most common case. We consider the
communication cost of only user and KS.

System Setup: During the table generation, a KS publishes a
random value and gets the result of VDF with N |Zp|+ |y|+
|π|+ 4|i| bits (N is the KS number). Then we analyze the
cost of a KS during a single (t, n)-threshold secret initialization
process. It spends t|G| bits for a KS to publish the verification
parameters and (n− 1)|Zp| bits to send the polynomial values.
After receiving other KSs’ values and verification parameters
with (tn− t)|G|+ (n− 1)|Zp| bits, the KS generates its public
share and publishes it with |G| bits. Overall, it consumes a KS
(2n− 2)|Zp|+ (tn+ 1)|G| bits in secret initialization. Users
have no communication cost at this phase.

File Uploading: During the file uploading, a user sends the
group index of the file to a blockchain node with |i| bits. After
obtaining the KS group information with n|i|+ n|G| bits, the
user performs blind signature with t|i|+ 2t|G| bits (t and n are
the parameters of (t, n)-threshold cryptography). Then a user
sends a file tag to the CSP for duplication detection with |tag|
bits. If the file has been uploaded, the PoW protocol is executed
with |PoW| bits. Otherwise, the user sends the ciphertext with
|C| bits to the CSP.

File Downloading: During the file downloading process, a
user sends the file tag to the CSP and receives the ciphertext
with |tag|+ |C| bits.

KS Group Updating: The communication cost of a KS in
table generation is discussed in system setup and we analyze
the cost of one secret migration process from (t1, n1)-threshold
to (t2, n2)-threshold. There are two kinds of KSs in secret
migration: selected source KS and target KS. A selected source
KS spends t2|G|+ n2|Zp| bits to publish the verification param-
eters and send the polynomial values, while a target KS spends
(t1t2 + t1 + 1)|G|+ t1|Zp| bits to receive values and publish
public share. Users have no communication cost at this stage.

3) Storage Cost: Let |tag|, |key|, |hash|, |C| denote the bit
length of a file tag, a file key, a ciphertext hash, and a ciphertext,
respectively. When uploading a non-duplicated file, the storage
cost for the CSP is |C|+ |tag| bits and for a user is |hash|+
|key|+ |tag| bits. When uploading an existing file, the CSP only
adds a link to the user’s account and the storage cost of a user is
the same as that for a non-duplicated file.

B. Empirical Evaluation

1) Setup: We implement our scheme using C++ program-
ming language, PBC library 0.5.14 version, and OpenSSL
library 1.1.1 version. The blockchain prototype is based on
Ethereum Geth 1.10.26 [35]. The experiments are run on a
virtual machine with CentOS 7.6 system, two cores of AMD
EPYC 7K62 48-Core Processor with 4 GB RAM. We instantiate
bilinear pairing with κ0 = 512, VDF proposed by Pietrzak [36]
with κ1 = 100 (the bit length of RSA modulus is 2048), Merkel
tree-based PoW [31] with 1 KB block size. We set κ2 = 128,
κ3 = 512 and we use the AES-128 as the encryption algorithm,
SHA-512 as the hash function. We set the used KS group number
q = 1 in key and tag generation.

Fig. 3. Computation time cost of a user for uploading different file numbers.
Time cost for (a) different file sizes and (b) different threshold parameters t.

Fig. 4. Computation cost of a user for file downloading.

Fig. 5. Communication cost of a user for file uploading and downloading.

2) Evaluation on Off-Chain Cost: We examine the off-chain
cost of our scheme by testing computation, communication, and
storage cost when performing different phases in the scheme.

Computation Cost: Fig. 3 shows the uploading time cost of
a user for different file numbers. Fig. 3(a) shows the cost for
different file sizes with threshold parameter t = 10. The opera-
tions include file read, key and tag generation, and encryption.
It shows that the time cost is linear with the file numbers and a
larger file needs more time. Fig. 3(b) shows the cost for different
t with 1 MB file size. It shows that the time cost is also affected
by t because a larger t results in more time for key generation.

Fig. 4 shows downloading time cost of a user for different
file numbers and sizes. The operations include integrity check
and file decryption. It shows that the time cost is linear with file
numbers and a larger file needs more time.

Communication Cost: Fig. 5 shows the communication cost
for a user to upload and download files with 1 MB file size, 0.7
deduplication ratio and 1% challenged blocks. The uploading
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Fig. 6. Storage cost of the CSP and user.

cost includes the key and tag generation, and PoW verification.
The communication cost is linear with the file numbers. Larger
threshold parameters require the user to cost more for commu-
nicating with more KSs.

Storage Cost: Fig. 6 shows the storage cost on the CSP and
each user. We count only the extra storage cost of the CSP and
do not include the ciphertexts. For each outsourced file, a user
stores the key, tag, and ciphertext hash. The storage cost is linear
with the file numbers. Obviously, a higher duplication ratio μ
can save more space for the CSP.

3) Evaluation on On-Chain Cost: We examine the on-chain
cost of our scheme by testing the amount of gas cost by per-
forming different phases. The gas represents the computation
and storage consumption of EVM in Ethereum’s ecosystem.

File-to-KS Table Generation: Fig. 7(a) shows the gas cost for
different KS numbers and group numbers η. The gas cost is
mainly caused by publishing the random numbers, VDF results,
and file-to-KS table. In the simulation, we set the VDF parameter
T = 30. The gas cost is linear with the KS numbers because each
KS publishes a random value on the blockchain. Meanwhile, a
larger η produces a larger table and thus causes a higher gas cost.

Group Secret Initialization: We simulated one group secret
initialization with (t, n)-threshold. Each KS publishes its veri-
fication parameters on the blockchain. Fig. 7(b) shows the gas
cost regarding the (t, n)-threshold. The gas cost is linear with
n and a bigger t results in a higher gas cost. Note that η secret
keys are initialized during the system setup.

Group Secret Migration: We simulated one group secret mi-
gration from (t1, n1)-threshold to (t2, n2)-threshold. Fig. 7(c)
shows the gas cost regarding t1 and t2. The gas cost is linear
with t1 and a bigger t2 results in a higher gas cost. There are η
secret keys are migrated during the KS group updating.

VII. RELATE WORK

Data deduplication has been widely used in cloud storage to
save storage space. However, considering the privacy issues, a
user may encrypt his/her data and outsources the ciphertexts
to the CSP. The traditional symmetric encryption algorithms
cannot achieve cross-user deduplication over encrypted data,
because each user holds an encryption key and different users
encrypt an identical files into different ciphertexts. CE tech-
nique [9] can well solve this issue by deriving the encryption
key from the data itself such that different users can encrypt an

identical files to be the same ciphertexts and then the CSP can
perform cross-user deduplication. Bellare et al. [10] formalized
this kind of encryption algorithm as a new cryptographic prim-
itive called MLE with formal security definition. Subsequently,
many secure deduplication schemes based on MLE [14], [15],
[37], [38], [39], [40] have been proposed for specific application
scenarios. Because the encryption key in MLE is determined by
the file itself, the MLE loses semantic security and the ciphertext
has security risks under offline BFA [17].

There have been two kinds of research efforts aiming at
resisting the private threats caused by offline BFA in secure
deduplication. The first kind introduces additional KS to assist
in generating the encryption key. The DupLESS proposed by
Keelveedhi et al. [17] is the first such scheme and it deploys
a KS with a secret key to assist in generating the encryption
key. Then the encryption key depends on both the data itself and
the secret key kept by the KS, achieving a high ability to resist
offline BFA. The second kind does not use additional KSs and the
first such scheme was proposed by Liu et al. [41]. To achieve
ciphertext deduplication, the system requires that at least one
previous data uploader should be online to provide assistance
when a new uploader uploads a file that already exists on the
cloud. This kind of secure deduplication scheme has a very strict
assumption that the previous uploader needs to assist the new
uploader, which is difficult to deploy on existing cloud storage
systems.

Due to the high compatibility with existing cloud storage
systems, many research efforts are devoted to designing secure
deduplication schemes with the assistance of KS [19], [21], [22],
[23]. Duan et al. [19] improved DupLESS by introducing a
distributed key generation protocol to avoid the single-point-
of-failure issue. The secret key is shared by a group of KSs
using threshold cryptography. However, it lacks scalability to
deploy more KSs for handling the possible increasing storage
requirements in a large-scale cloud system. Shin et al. [21]
proposed a decentralized secure deduplication scheme where
multiple KS groups exist in the system. Each KS group shares
a different secret key. This scheme allows CSP to detect the
duplicated ciphertexts encrypted with the assistance of different
KS groups. But it cannot support the dynamic change of KSs
and the ciphertext size is linearly related to the number of KS
groups. Yang et al. [22] solved these issues but brought the
single-point-of-failure issue because a single KS is deployed
in each KS group. Zhang et al. [23] developed a proactivization
mechanism to support the dynamic change of KSs to provide
long-term security.

We compare the functionality and security of different server-
aided deduplication schemes over encrypted data in Table IV.
Note that all the schemes are based on server-aided MLE and
have the ability to resist offline BFA. The schemes in [17], [22]
cannot resist the single-point-of-failure issue because a single
KS is deployed in each group. The schemes in [17], [19], [21]
do not support the dynamic change of KSs. The schemes in [17],
[19], [21], [22] cannot sustain long-term security for ciphertexts
since the KS group settings are fixed and a sophisticated adver-
sary may corrupt some fixed KSs with long enough time [24].
The schemes in [17], [19], [21], [22], [23] do not have tolerance
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Fig. 7. Gas cost of a client for file uploading. (a) File-to-KS table generation; (b) group secret initialization; (c) group secret migration.

TABLE IV
FUNCTIONALITY AND SECURITY COMPARISONS OF DIFFERENT SERVER-AIDED DEDUPLICATION SCHEMES OVER ENCRYPTED DATA

of partial KSs leakage and the secret key leak from a KS group
will cause insecure of all the stored ciphertexts. Specifically,
the schemes in [17], [19] deploy one KS or a fixed KS group
and the leakage of the KS (or KS group) secret key affects
all ciphertexts. For the schemes in [21], [22], special detection
mechanisms have been designed to detect the duplication of
encrypted files from different KS groups, however, also expose
the connections between the secret keys of different KS groups.
Thus, the leakage of one KS group’s secret key may also result
in insecure of the ciphertexts encrypted with the assistance of
other KS groups. The scheme in [23] also faces the problem
of partial KSs leakage, as it treated all the KSs as one group.
Besides, none of these schemes support selectable multi-level
protection for different files. Our design is the first scheme that
considers and solves all the above issues.

VIII. CONCLUSION

In this paper, we design, analyze, and evaluate a new server-
aided encrypted data deduplication scheme over large-scale
cloud storage, which is the first solution to support both tolerance
of partial KSs leakage and dynamic change of KSs. Our scheme
divides all the KSs into groups and then develops a file-related
group selection mechanism to select the KS group for assisting
encryption key generation such that the identical files can be
encrypted to the exactly same ciphertexts. To support the dy-
namic change of KSs, our scheme leverages the blockchain to
design a fair KS group updating strategy and uses a migration
mechanism to securely migrate the secret key from the old KS
group to the new one. As a result, the identical files uploaded

before and after the KS group updating can be detected as
duplicated files. Meanwhile, the secret keys of different KS
groups are completely irrelevant. Then the leakage at a group
of KSs can affect only the ciphertexts related to that group.
Besides, our design provides users the feasibility to use mul-
tiple KS groups to encrypt files as well as achieving cross-user
deduplication. We formally verify the correctness of our scheme
and justify its security. Both theoretical and experimental eval-
uations are carried out to demonstrate its modest performance
overhead.
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